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Our project was constructed using C# with Microsoft’s .NET CORE, and it was designed and tested in Microsoft’s Visual Studio 2017 Community Edition. It consists of two components: an HTTP server that listens for and fulfills several requests using an HttpListener object, and an HTTP client that issues requests using an HttpClient object. Both the HttpListener and HttpClient classes are included in the .NET CORE architecture and work within the TCP protocol.

The server can be run through a standard terminal by issuing the following command: “dotnet run port\_number” where port\_number is the port with which the HttpListener will listen through and handle incoming HTTP requests. The server can handle two types of standard requests: a GET request, and a PUT request. When a GET request is issued to the server, it checks to see if the file requested currently exists in its local directory. If the file does currently exist, the server constructs a response with a status code of 200, signifying that the request was received and that it was received for a valid file, before returning the requested file to the HTTP client. If the file does not currently exist on the server, the server constructs a response with a status code of 404, signifying that the requested file could not be found on the server, and sends its response to the client.

The server handles a PUT requests by writing files to a local directory with a maximum buffer size of 2048 kilobytes. This number was decided upon arbitrarily and can be increased if it needs to be, but the size seemed appropriate for testing the PUT response, so we left it at that. When a file is successfully received by the server, it is written to a local directory (the same directory from which GET commands are responded to) with its original name and content intact. This was tested with .txt and .html files, and both appeared uncorrupted by the transfer for every test issued. The server’s response is also issued with a status code of 200, if the response successfully writes the file to the server.

The greatest struggle that we shared was ensuring that a file was written to the server without corruption. Initially, we did this by reading the input stream as a string, and wrote all data to a generic file. This was not a sufficient solution, however, because it involved manually editing file extensions after transmission had been completed. We discovered, however, that it was more prudent to read the request’s input stream using a BinaryReader, writing the input stream to a Byte array. We are satisfied with our solution.
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